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Definition and characteristics:

Java Arrays

**Java array** is an object which contains elements of a similar data type. Additionally, The elements of an array are stored in a contiguous memory location. It is a data structure where we store similar elements. We can store only a fixed set of elements in a Java array.

Array in Java is index-based, the first element of the array is stored at the 0th index, 2nd element is stored on 1st index and so on.

![Java array](data:image/gif;base64,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)

int[] arr = new int[10];

0-9; arr[0]=1; arr[1] = ‘a’, arr[2]=”Sam”, arr[3]=2.0

int x =arr[1];

arr[6]=53;

### **Advantages**

* **Code Optimization:** It makes the code optimized, we can retrieve or sort the data efficiently.
* **Random access:** We can get any data located at an index position.

### **Disadvantages**

* **Size Limit:** We can store only the fixed size of elements in the array. It doesn't grow its size at runtime. To solve this problem, collection framework is used in Java which grows automatically.

### **Types of Array in java**

There are two types of array.

* Single Dimensional Array
* Multidimensional Array

## **Single Dimensional Array in Java**

**Syntax to Declare an Array in Java**

1. dataType[] arr; (or)  //int[] arr;
2. dataType []arr; (or)  //int []arr;
3. dataType arr[];  //int arr[];
4. int[] arr = new int[3];
5. int []arr;
6. int arr[]

**Instantiation of an Array in Java**

1. arrayRefVar=**new** datatype[size];

### **Example of Java Array**

Let's see the simple example of java array, where we are going to declare, instantiate, initialize and traverse an array.

//Java Program to illustrate how to declare, instantiate, initialize

//and traverse the Java array.

**class** Testarray{

**public** **static** **void** main(String args[]){

**int** a[]=**new** **int**[5];//declaration and instantiation

a[0]=10;//initialization

a[1]=20;

a[2]=70;

a[3]=40;

a[4]=50;

//traversing array 5

**for**(**int** i=0;i<a.length;i++)//length is the property of array

System.out.println(a[i]);

}}

Output:

10

20

70

40

50

## **Declaration, Instantiation and Initialization of Java Array**

We can declare, instantiate and initialize the java array together by:

**int** a[]={33,3,4,5};//declaration, instantiation and initialization

## **For-each Loop for Java Array**

**for**(data\_type variable:array){

//body of the loop

}

## **ArrayIndexOutOfBoundsException**

The Java Virtual Machine (JVM) throws an ArrayIndexOutOfBoundsException if length of the array in negative, equal to the array size or greater than the array size while traversing the array.

## **2) Multidimensional Array in Java(2-D array)**

In such case, data is stored in row and column based index (also known as matrix form).

**Syntax to Declare Multidimensional Array in Java**

1. dataType[ ][ ] arrayRefVar; (or)  int[ ][ ] arr;
2. dataType [ ][ ]arrayRefVar; (or)  int [][]arr;
3. dataType arrayRefVar[][]; (or)   int arr[][];
4. dataType []arrayRefVar[];   int []arr[];

**Example to instantiate Multidimensional Array in Java**

**int**[][] arr=**new** **int**[3][3];//3 row and 3 column

**Example to initialize Multidimensional Array in Java**

arr[0][0]=1;

arr[0][1]=2;

arr[0][2]=3;

arr[1][0]=4;

arr[1][1]=5;

arr[1][2]=6;

arr[2][0]=7;

arr[2][1]=8;

arr[2][2]=9;

### **Example of Multidimensional Java Array**

//Java Program to illustrate the use of multidimensional array

**class** Testarray3{

**public** **static** **void** main(String args[]){

//declaring and initializing 2D array

**int** arr[][]={{1,2,3},//0

{2,4,5},//1

{4,4,5}};  //2

//0,1,2

//printing 2D array

**for**(**int** i=0;i<3;i++){

**for**(**int** j=0;j<3;j++){

   System.out.print(arr[i][j]+" ");  //0,0//0,1///0,2////123

 }

 System.out.println();

}

}}

Output:

1 2 3

2 4 5

## **Basic operations**

Now, let's discuss the basic operations supported in the array -

* Traversal - This operation is used to print the elements of the array.
* Insertion - It is used to add an element at a particular index.
* Deletion - It is used to delete an element from a particular index.
* Search - It is used to search an element using the given index or by the value.
* Update - It updates an element at a particular index.

### **Traversal operation**

This operation is performed to traverse through the array elements. It prints all array elements one after another. We can understand it with the below program –

public class TravesalArray {

public static void main(String[] args) {

int[] arr = {18, 30, 15, 70, 12}; //size-5,last index-4

System.out.println("Elements of the array are:");

for (int i = 0; i < arr.length; i++) {

System.out.printf("arr[%d] = %d, ", i, arr[i]);

}

}}

Output:

![Array in DS](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmoAAAAqCAMAAAA0y4cIAAAAjVBMVEUAAAD///8AAW6xAACv8Nn7vW3knAAAotjPawCu8f8AfLcAAZ59AABCwfAAcb///9iJ2f+K2fD//+/R8MHK////7r/q///21p//1Z6xAGrL//G42MDL/9mK2dnr//C32PPw78DOa5zevm9jmruv8fDr/9hEwdj/1b77vHGgnw8Ac73Av6DX1+/dvr7knGyYxYF6AAAEXklEQVR42u2cDXvSMBSF282mHSNQ2GD1c3PTOT///8/z9hRz1BTSmKr04b4Pg5g09+S2xwRotmw2yxTlH6BWU+JJt9rldb48Hzf82UWe58avL/MiU06L2ezTNm/ZzFtnPBtutXKIWWyxp1epVjs1ZFa7vJpnePobVjNqNeVnq5VPzmpu2RMvbJfX+beLvGHNYru5zfMGi62wrlo7SeHr/a/LY3sMXlFysFdZ1NJCLSIa7SHovnwurcYV2FTLUi89m0O9GDmzul7/f2YzXP8nKdJqtWmfCmkx8pBKVyNVBdo5Ly1uWr8UGbHtYmybw7NajjjUIpcf5efVeWdDaWWBTYv351J6Ue3txSzUakfCblaj1dzcI+/epEVq5OFquoXW0mpC3bU4zl7iH6sqsICilZEdqFqe0/kssMkWcPOBXoysHAWd1aTAS8oKZzUe4lsN2ObPrEYtdn9XYSC+1diECYyTmt8LI1WTHRUPD7gmcAaukvvcuLjjrOZqfrNauWybPN8ZrKuu6GAvZzVG7titgrZvVmMTAtW0d08vRtYF9DhwX3asq6x2K07dLUbb9h22PNauZrGVZ5vnBd4S4VjrLVPSgoN3HwsKtrhe0tK0PQsX2YFeHy7WFcK043IF14RA7NTb60dkfa92JEz3bkGt7pkWk7Va+xlUmRLTtBpWySZTpsQ0raZMELWa0o9aTZkqajWlH7WaMlVms+Bnvc0cr/hatNtTEYxa4lhst0ApQFAdAcPqvBtqdr3T1ZFFbO78HjtdHekMVLd5ixkvd2RvEq87rVZjdL3wLk9tcO+HNYcE880thKQHfg4QVmfAYeqLNxX2fHDMaeoIJkFjcuehSepMZ2DIxwpPo+WO7L+YLC53njF/Vlu9vZoHEr7v7l+yhvE70OZYVa6XNdkBwuoMOFQdohxzqro1eIrKnYem5x6njrvU4+QO6kLEY3LnGfOshsGterciUgCjXtwEzyEl3R6P14HDQ+q+1cJgGuCY09Qh+zmLy50bM9PVw7MaQdoj5l428ExM7jxjvtWswaj8rYhJVkO34OkOqMdbDarrimNOVkdd9OkGtUlTZzoRE+V4ueP2X6TVeMZ8q3HuYTQUglYLL6B3cxQPEFCPX0D9WS1dXbYiR6gz4XR1phNW5/o5Tu7UMDG584z5Vitdl/2SGHVZRLmb+x8PEVaPX0AxXo45RZ1XOip3DiM996j1BAmPlTuInNV4xnyrIQQsvl8S7kcxShIJP1acmX2oPpbVbNPKFRxzqjo+S1kTmbtt8H87TZ3pRKkn5Z5uNZ4xqNNq1+Ls1uFrfysiBfALScMkcexu44XFK6qKrJewOgMOU4dowTEnqqNGMPG5p6sznbA618/xcsdSGJ07zxjVw1/hQsCvicYu93RS9ZNRH3a3gOBb4xG3zKr6yajrPVBlL3q7XZkkajWlH7WaMlXUako/ajVlqqjVlH7UaspUkT8Poyi96KymTBO1mtKPWk2ZKN8B0+ZL+FyN2xAAAAAASUVORK5CYII=)

### **Insertion operation**

This operation is performed to insert one or more elements into the array. As per the requirements, an element can be added at the beginning, end, or at any index of the array. Now, let's see the implementation of inserting an element into the array.

public class InsertArray {

public static void main(String[] args) {

int[] arr = {20, 30, 15, 80, 12,70,100};//20, 30,60, 15, 80, 12,70

int x = 60; // element to be inserted

int pos = 3;///{18

int size = 7;

System.***out***.println("Array elements before insertion");

for (int k = 0; k < size; k++) {

System.***out***.print(arr[k] + " ");

}

System.***out***.println();

for (int i = size - 1; i >= pos; i--) { //6//3

arr[i] = arr[i - 1];

System.***out***.print(arr[i] + " ");

}//arr[6]

arr[pos - 1] = x;

System.***out***.println("Array elements after insertion");

for (int i = 0; i < size; i++)

System.***out***.print(arr[i] + " ");

System.***out***.println();

}

}

**Output**

Array elements before insertion

20 30 15 80 12 70 100

70 12 80 15 Array elements after insertion

20 30 60 15 80 12 70

### **Deletion operation**

As the name implies, this operation removes an element from the array and then reorganizes all of the array elements.

public class DeleteArray {

public static void main(String[] args) {

int[] arr = {18, 30, 15, 70, 12};

int k = 30;

int n = 5;

int i, j = 0,o = 0;

int[] b =new int[n-1];

System.***out***.println("Given array elements are:");

for (i = 0; i < n; i++) {

System.***out***.printf("arr[%d] = %d, ", i, arr[i]);

}

System.***out***.println();

for (i = 0; i < n; i++) {

if(arr[i]==k)

j=i;

}

for(int d=0;d<n;d++) {

if(d!=j) {

b[o] = arr[d];

o++;

}

}

//System.out.println("\nElements of array after deletion:");

for (i = 0; i < b.length; i++) {

System.***out***.printf("arr[%d] = %d, ", i, b[i]);

}

}

}

**Output**

Given array elements are:

arr[0] = 18, arr[1] = 30, arr[2] = 15, arr[3] = 70, arr[4] = 12,

arr[0] = 18, arr[1] = 15, arr[2] = 70, arr[3] = 12,

### **Search operation**

This operation is performed to search an element in the array based on the value or index.

public class SearchingInArray {

public static void main(String[] args) {

int[] arr = {18, 30, 15, 70, 12};

int item = 70;

int j = 0;

System.out.println("Given array elements are:");

for (int i = 0; i < arr.length; i++) {

System.out.printf("arr[%d] = %d, ", i, arr[i]);

}

System.out.println("\nElement to be searched = " + item);

while (j < arr.length) {//5// j=3<5

if (arr[j] == item) {// arr[3] = 70=70

break;

}

j = j + 1;

}

if (j == arr.length) {

System.out.println("Element " + item + " is not found in the array");

} else {

System.out.println("Element " + item + " is found at position " + (j + 1));

}

}

}

**Output**

![Array in DS](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmoAAABMCAMAAADqZmtPAAAAolBMVEUAAAD///+xAAAAAW6v8Nn7vW0AAZ4AotjknADPawBCwfB8AAAAcb+u8f///9iJ2f//7r/L///R8MH//+/q////1Z6K2fD21p/L/9mxAGrL//Hr/9jw78D/1b6v8fDevm+gnw9Ewdi42MDr//Ddvr632P+K2dnY15+32O/knGz/7tcAodcAAXLX1++obb3Av6DjnJ2BAACTwO/11tb7vJrjmwBdTP7yAAAGn0lEQVR42u2dCZuTMBCGicpCsZZ64H3f9+3//2smmcr7aGohZrWo3/vsthiS+WZgNtB2TCshjsD61plKiJS/ONVOLrqN0vq/45Vz7vO5P33iz2YoNnUl/gFebT9UVb9RqonfzOtwyrmo2bN773/r6uwFF56q9ZXtE+cGBoUm5y6vQhq4zQ3frR032NV7e94E43YGSTVarry86F6Evolo9GdnsfMbj+8ddAMJ6JxydQGcPEtmmnjL1tf+t61s4+Ti7l8Mu+9/r5+xZPE72GBXtHNyczUOwqBp0eIVWv/jG1NRZrX1taBS/9wNDCrVlsfJM7tbGzj9/kzFNLHpxG3PVyeXzvsT1jLK9m3OMIgNdnW1/2VSw+C33rR4Bd/if/aIcgHt455DbjBcLI2TSx/sMsrpCnnmsy2e60iaamfvrmL3NNXYFecbJrVqNEhvWkg1RJNU85C7qRs2SEm2WLo6SbWzFz49Wn3btb6dzmp20er2zWrsijnSDxVg0HrTwqyWilqqNZvdrqY+4AYGdQFdIL3zfPHPXHoaN4y7/IlcX/GPHXfbsYdzdy5cXp29sLtn/7bBrpizfvQ3MIjW2HIl3Nb7n8upaDBjfbvdoJ+7MUroXu1/o9c5Fgf4Gz9+EP8z8aI2VEIIIYQQQgghxLxXkdvz9nx5FRr6OSWNTehrdRd+q1Adg1PqfCza7kaXqxNFRuw22NG9QD2GM1O9c4H29GKP0bd/5LzzAXwbPgSi5aCg2z4PQmFE+C2racPgPPX1o1WoJsHnQvVgLBjNiZ2uReqEM9Pkg1V4OLXYLfo3bZUTO0fsFwO+Zx8+0oJ9I+yDq6txVNeWBYzBuepRFJ9L1bs2PmTFTtfy2OeqU6RA7OXqfe3Fs2LniMFkkSMC0ev1tXnHkMP90Ef9NOmep47B2eo2DeBzkbrJvqsyY6dCs1ydWW1exfIpxt4MPmeyYueIwXSRY2mqVU1yuPPV81Ot8UcQn0vVrS3vcFMJWqpOOLRMy5fHTpFsbqpxxGCyyDFNtdwL6O3zqEOGevYFNJ3VytVDhXCGOgGXqxPOtDrXz9OJHY2cmweOGEwXObJlXjd1XnbbgA7RXPX8WY1zjM9F6pzprNhxozz2rOuJBUzs5eqZsxpHDKaLHNkKd1xhM0NyDPjBipl5Wr081bohyNX4XKhur6W6NjP2boh/22XqhJOlXhB7eapxxFCfLHJEwO4hZ0iOfa2kowvP1pT8hWWoY3Ba3URrfC5VtxbX5sderk440+pcP08pdi6zebFzxFDPfclNSyb21wNSl/rP3jUG3jUuKMaVutSFEEIIIYQQQogDLH8lx463jItoXL3/rcMhq2BQ/GE4UayfULC8Hi0JBTVr8xTW13IKBvWfoI8An2X4h38k1Q4XDGoFyuPAWWhqUi17JUeDFjvdw/ep1od5EzuwWwiSXWnJnjXd8b41dW+WseMbNm+v5RUMij8MOTKe/fyVHIGWLi4aNPy4ElDjm0c7O1gIkl1pyV6z2RUhNM460rmP+T/MKDlQqh2fOKvFrfyVHIEWX+ZNPQnLqoVh2IE+NiCalOyNpiiAw8NnExdQYlSqHR9/GjJXcsxPtdZuz7GT1JjZLkr2DqUanUm1eQWDulc7GqTa1dUvruS4g5a4m9MfDV5exeHYYVcdRyKalOzFS2+s7BxTDTvB7bMXhpyCQb0CPQq82XF59WsrOY7Qkvxv296vTR9bRjvQmSa79i0E2cSN8DRUQZ3O8VL6+Mo2p2BQCCGEEEIIIYQQQoi/hcV+gYF37G9x9R+ipDQyrUCcd/5ibxsGufWPad9WqbZACksjyysQu3qen9fmuMFCh4a+SHlJlJVGllcgdu0pp1pfd0q1RVJUGjldgcilmULIZJ2ugYLKxtWhf4tWUv9I+WTiBgsdknk+hjBrI4Eb5hh2xhY6Bzf0/UULK43cX4GIZQohk1mNgkoqhdBK6h8pn0zcYKFDBFwbq0OQwA1zbLRDC53NDX1Kv6TSyGjqUKpRCJmmGlVupNpOKy1Ko3wycYOFDhGo7VYSCdz4aarR2dxQqi2pNHJ/BSKWKYQsTTXKJ9FJTfIve0Ri54ZSbR7LK408UIGIZRuZZgIFlUGmcS2pltY/Uj6JGwdSze8OxpDAjdFR7MQW/FGqBRZWGvnTCkQs7/9G7G/2KJ/cfnT1qJXUP1I+mbjBQofQPY4vIpDADUI2O7RYZ0LWV3KLKTQjiZ+hVBN/Kb3TQh1CCCGEEEIIIYQQQgghhBBC/D98BVPig0cCNAh1AAAAAElFTkSuQmCC)

### **Update operation**

This operation is performed to update an existing array element located at the given index.

public class UpdateArray {

public static void main(String[] args) {

int[] arr = {18, 30, 15, 70, 12};

int item = 50;

int pos = 3;

System.out.println("Given array elements are:");

for (int i = 0; i < 5; i++) {

System.out.printf("arr[%d] = %d, ", i, arr[i]);

}

arr[pos - 1] = item;

System.out.println("\nArray elements after updation:");

for (int i = 0; i < 5; i++) {

System.out.printf("arr[%d] = %d, ", i, arr[i]);

}

}

}

**Output**

![Array in DS](data:image/png;base64,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)

## **Reverse an Array:**

In this program, we need to print the elements of the array in reverse order that is; the last element should be displayed first, followed by second last element and so on.

![Program to print the elements of an array in reverse order](data:image/png;base64,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)

Above array in reversed order:
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### **Algorithm**

* **STEP 1:** START
* **STEP 2:** INITIALIZE arr[] = {1, 2, 3, 4, 5}
* **STEP 3:** PRINT "Original Array:"
* **STEP 4:** REPEAT STEP 5 for(i=0; i<arr.length ; i++)
* **STEP 5:** PRINT arr[i]
* **STEP 6:** PRINT "Array in reverse order"
* **STEP 7:** REPEAT STEP 8 for(i= arr.length-1; i>=0; i--)
* **STEP 8:** PRINT a[i]
* **STEP 9:** END

### **Program:**

**public** **class** ReverseArray {

**public** **static** **void** main(String[] args) {

        //Initialize array

**int** [] arr = **new** **int** [] {1, 2, 3, 4, 5};

        System.out.println("Original array: ");

**for** (**int** i = 0; i < arr.length; i++) {

            System.out.print(arr[i] + " ");

        }

        System.out.println();

        System.out.println("Array in reverse order: ");

        //Loop through the array in reverse order

**for** (**int** i = arr.length-1; i >= 0; i--) {

            System.out.print(arr[i] + " ");

        }

    }

}

//int [] arr = new int [] {1, 2, 3, 4, 5}; //5/2=2//

int mid = arr.length/2;//2//6/2=3

if(arr.length%2==0) {

for(int i=mid;i>=0;i--) {

int temp = 0;

//arr[mid] =

//System.out.println();

}

}else {

for(int i=mid-1;i>=0;i--) {

int temp = 0;//1

temp = arr[i];

arr[i]= arr[arr.length-i];

arr[arr.length-i]=temp;

}

for(int q :arr) {

System.***out***.println(q);

}

}

**Output:**

Original array:

1 2 3 4 5

Array in reverse order:

5 4 3 2 1

# **Array Slicing in Java**

In Java, array **slicing** is a way to get a subarray of the given array. Suppose, a[] is an array. It has 8 elements indexed from a[0] to a[7].

a[] = {8, 9, 4, 6, 0, 11, 45, 21}

Now, we want to find a slice of the array index from a[3] to a[6]. Where a[3] is the startIndex and a[6] is the endIndex. Therefore, we get the following **sliced array**:

a[] = {6, 0, 11, 45}

## **By Copying Elements**

In this method, first, we find the start and end index of the given array. After that, we create an empty array (sliced array) of size **(endIndex - startIndex)+1.** From the given array, copy the elements (from startIndex) to the sliced array. At last, print the sliced array.

Let's implement the above approach in a [Java](https://www.javatpoint.com/java-tutorial) program to get a sliced array of the given array. In this program. we will use an array of primitive types.

**SliceArrayExample1.java**

**import** java.util.Arrays;

**public** **class** SliceArrayExample

{

//creating a functiion to the slice of an array

**public** **static** **int**[] getSlice(**int**[] array, **int** startIndex, **int** endIndex)

{

// Get the slice of the Array

**int**[] slicedArray = **new** **int**[endIndex - startIndex];

//copying array elements from the original array to the newly created sliced array

**for** (**int** i = 0; i < slicedArray.length; i++)

{

slicedArray[i] = array[startIndex + i];

}

//returns the slice of an array

**return** slicedArray;

}

//main() method

**public** **static** **void** main(String args[])

{

//array from which we will find the slice

**int**[] array = {23, 56, 78, 22, 45, 90, 67, 91, 0, 31};

//start index and end index denotes the part of the original array to be slice

**int** startIndex = 3, endIndex = 8;

//Get the slice of the array

**int**[] slicedArray = getSlice(array, startIndex, endIndex + 1);

//prints the slice array

System.out.println("Slice of Array: "+Arrays.toString(slicedArray));

}

}

**Output:**

Slice of Array: [22, 45, 90, 67, 91, 0]

## **Complexity of Array operations**

Time and space complexity of various array operations are described in the following table.

**Time Complexity**

|  |  |  |
| --- | --- | --- |
| **Operation** | **Average Case** | **Worst Case** |
| Access | O(1) | O(1) |
| Search | O(n) | O(n) |
| Insertion | O(n) | O(n) |
| Deletion | O(n) | O(n) |

**Space Complexity**

In array, space complexity for worst case is **O(n)**.

Sorting an Array - Brute Force Method

### **Brute Force Approach**

The most common and easy approach is Brute force technique. The Brute force approach uses straight forward pattern which will not be bothering about the time complexity at all. The algorithm will simply iterates through all the elements and compare to their adjacent element. If the algorithm finds that the elements adjacent to each other are in wrong order, then it will swap it.

Example : Bubble sort, insertion sort, selection sort, etc.

### **Bubble Sort**

Bubble sort is the easiest and simplest sorting algorithm which iterates through each element and swaps with its adjesent element if they were in wrong order. Bubble sort uses the Brute force approach to sort the elements.

The iterating of elements will happen for multiple passes with each time ends with one element less (i.e 1st pass ends with nth element and 2nd pass will ends with (n-1)th element and so on).

The algorithm will move the bigger elements towards the last of the list, where the other brute force algorithms will pull the smallest number towards starting of the array. There are many types of sorting algorithms which performs the sorting in same time complexity as the Bubble sort but among them, the Bubble sort algorithm will be very much easy to implement.

PASS1:

![word image 57303 1 - GeeksProgramming](data:image/png;base64,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)

**Pass #2**

![word image 57303 2 - GeeksProgramming](data:image/png;base64,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)

#### **Algorithm**

public class BubbleSortSamp {

public static void bubbleSort(int arr[]) {

int temp, n = arr.length;

for (int i = 0; i < n-1; i++) {

for (int j = 0; j < n - i-1; j++) {//6-0

if (arr[j] > arr[j + 1]) {

temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

}

public static void main(String args[]) {

int arr[] = { 5, 3, 4, 8, 7, 6, 9 };

*bubbleSort*(arr);

for (int i = 0; i < arr.length; i++) {

System.***out***.print(arr[i] + " ");

}

}

}

Output:

3, 4, 5, 6, 7, 8, 9

Similarly, the algorithm will loop until 5 Passes irrespective of whether the array is already sorted or not.

#### **Time complexity**

Best Case

The best case time complexity can be determined by providing a list of elements that are already sorted.

Eg: 1,2,3,4,5

The algorithm will take N x N number of iterations with zero swapping operation as there are no elements in the wrong order.

**Time Complexity**: O(N2)

Average/Worst Case

The average case time complexity can be determined by providing a list of elements that are partially sorted, likewise the worst case time complexity can be determined by providing a list of elements that are exactly in reverse order.

# **Linear Search in Java**

Linear search is used to search a key element from multiple elements. Linear search is less used today because it is slower than binary search and hashing.

**Algorithm:**

Step 1: Traverse the array

* Step 2: Match the key element with array element
* Step 3: If key element is found, return the index position of the array element
* Step 4: If key element is not found, return -1

Let's see an example of linear search in java where we are going to search an element sequentially from an array.

**public** **class** LinearSearchExample{

**public** **static** **int** linearSearch(**int**[] arr, **int** key){

**for**(**int** i=0;i<arr.length;i++){

**if**(arr[i] == key){

**return** i;

            }

        }

**return** -1;

    }

**public** **static** **void** main(String a[]){

**int**[] a1= {10,20,30,50,70,90};

**int** key = 50;

        System.out.println(key+" is found at index: "+linearSearch(a1, key));

    }

}

Output:

50 is found at index: 3